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A government agency needed a project management system: Not Microsoft Project, but a business information system\(^1\) to manage their functional projects. The overall scope included projects, staff, deliverables, assignments, status reports, travel and expenses, client organizations and their staff, and the like. So the agency hired a contractor to come in and do a requirements analysis, and build a business information system. The requirements analysis was standard fare: meet with management, meet with functional experts, and meet with technical staff. Everybody was interviewed and the requirements document filled several volumes. Everyone was happy.

The contractor took the requirements document away and implemented the business information system. After about a year of detailed design, coding, unit testing, and system testing, the business information system was delivered to the government agency. The government agency shrieked in horror. What had the contractor done? That is not what the agency had said. Not what they had wanted. How could this happen? So the contractor was promptly fired.

Since this clearly had to be an aberration, a new contractor was hired. The new contractor met with management, met with functional experts, and met with technical staff. Everybody was interviewed and the requirements document filled several volumes. Everyone was happy.

The contractor took the requirements document away and implemented the business information system. After about a year of detailed design, coding, unit testing, and system testing, the business information system was delivered to the government agency. The government agency shrieked in horror. What had the contractor done? That is not what the agency had said. Not what they had wanted. How could this happen? So the contractor was promptly fired.

Since this clearly had to be an aberration, a new contractor was hired. Now to save the readers time, just go to back to the start of this cycle and read it again: twice more.

---

\(^1\) In this book, a business information system is a set of application-specific software that created, manipulates, evolves or deletes data—most commonly—from a database through a database management system in support of some mission area of the enterprise. A business information system is class of information system, and it is distinguished from other classes such as a computer’s operating system, or "systems software" information system such as telecommunications management, database management systems, and end-user security management.
An epiphany then happened to the government agency. Since all the contractors were using the same data processing and implementation technology infrastructure to build the business information system, it had to be the fault of the underlying technology infrastructure. The next step was to try to terminate and/or replace the underlying technology infrastructure. At that point, the technology vendor brought in a consultant to completely evaluate the situation. The cycles of requirements through failure were examined to determine what went wrong. A classic methodology was used, and so it was presumed that there would be a classic result. Actually, there was.

After the study, a meeting was called by the consultant with the government agency’s heads. The agency was eager to know not only what went wrong but who to blame. The answer was a shock. It was the agency that was at fault, not the contractors. Of course the agency angrily protested the findings. The consultant carefully went through the requirements-failure cycles and showed that during every cycle the perception of what the problem was and therefore what the solution should be had changed.

It was not a case of whether the contractor got the requirements right. Rather it was a case of the government agency not knowing what requirements it actually wanted. When the contractor talked to different government staff, the answers were different not just from one staff member to another, but from previous answers provided by the same government staff member over the different cycles. The objective, a successfully developed business information system, was impossible to achieve.

What to do? It was suggested to the government agency that they create their own detailed specification of what needed to be accomplished. The agency countered, “that’s the contractor’s responsibility!” The consultant indicated that if four different contractors couldn’t create the “just right” specification, it was not the contractor’s fault. The agency asked what it should do. The consultant suggested that a week-long workshop be conducted with agency staff to derive the requirements. The agency agreed. The consultant asked the agency head for the names of the staff that absolutely were too important to be on the team. A list was immediately produced. The consultant said, “these are the names of the individuals that must participate.” The agency head’s response was not “printable.”

The final agreement was this. A workshop would be conducted that would cause the creation not only of the specifications of the business information system to be produced, but also a prototype as the specification’s
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proof. Further, the specifications were to be stored in an early version of the Whitemarsh Metabase so that the repository could be used in the subsequent full implementation contract as the key reference point for the specification of what needed to be implemented. Finally, the process was required to iterate the requirements via the prototype demonstrations until complete.

The workshop was conducted over five full days. There were four agency teams of four individuals each along with one information technology person per team. Each team lead had to be a functional expert. Additionally, the team lead was instructed that the information technology person was to act solely as the team’s scribe in creating the metadata. If the information technology person got out of hand, it was suggested to the team lead that they could to use duct-tape to silence the information technology person. A stick was also provided.

At the end of the week, the specification, the metadata, and a high-level prototype were complete. The agency’s information technology department took the result and increased it with one or two more levels of detail, including evolving the prototype. The full implementation contract was let and the system was developed, tested, and accepted by the agency.

This book is all about how to create this kind of environment. That is, functional experts employing a CASE/Repository tool to create valid requirements, the use of business information system generators by these same individuals to create a prototype of the requirements, and the iteration of the prototype until all the requirements have been teased out of the functional experts and have been properly reflected in the overall specification that is demonstrated via the prototype.

The CASE/Repository tool employed to illustrate the overall process in this book is the Whitemarsh Metabase. Hereafter, the terms CASE and metadata repository will be referred to by the single term, Metabase, because

---

2 Metadata is a generic term that identifies all classes of information technology specifications across the enterprise. Hence all data and process specifications are metadata. All requirements could also be considered metadata. A metadata repository is a database within which all metadata is stored. A metadata database is a metabase. Whitemarsh has employed the term, Metabase, in this context since 1982. A metadata repository system is a software system that captures, stores, reports, and manages all metadata. The system that manages the Metabase is the Metabase system. Sophisticated metadata repositories are multi-user and support the capture and reporting of metadata in a non-redundant, integrated manner across the enterprise.
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it was designed to be both a CASE tool for database and systems engineering, and a metadata repository for all in the enterprise to employ. Readers can go to the Whitemarsh website (www.wiscorp.com) and download the Metabase. Once installed all the computer windows in this book can be seen via the Metabase system.

Whitemarsh started using the term, Metabase, in 1982 as a way to signify a metadata database. An early production-class version of the Whitemarsh Metabase was implemented by Hartford Insurance in 1979 with great success and with an enterprise scope. Another Metabase was implemented by Whitemarsh for the U.S. Army in 1984. The Army Metabase enabled the manufacturing of both specifications and software to such an extent that the per-system cost was reduced from about $400K to less than $40K.

Today, the term, metabase, has become very popular. A recent “Google search” identified almost one million hits. However, whenever this term, Metabase, is used in this book it refers to the Whitemarsh Metabase. Metabase has been used on almost every Whitemarsh project. The result has always been the same: More for less in a shorter time, at higher quality and lower risk. Over the years, the Metabase has been implemented through different database management systems such as CSC’s Manage, Computer Associate’s IDMS, Cincom’s Supra, Information Busilder’s Focus, and SoftVelocity’s Clarion. The Clarion version is both the most recent and the

---

3 In this book and in all Whitemarsh materials, database and DBMS are very different terms. A database is meant to imply an organized collection of business data that conforms to rigorous semantics and high levels of standardization and integrity. Databases come in different classes such as original data capture, data warehouses, and subject areas. DBMS, meaning database management system is a software system created by vendors to define and manage databases. Oracle is a DBMS vendor and its DBMS is called Oracle. Oracle is thus not a database vendor because it does not create, sell, and maintain databases. Rather, it creates, sells and maintains DBMSs. Confusing database with DBMS is like confusing passengers with vehicle.

4 As defined within this book, an enterprise is merely a term to relate to a collection of organization units that have common collections of data, processes, activities within a business or a company and sometimes beyond corporate affiliations as in the case of data interchanges. An enterprise is therefore not just a synonym for business or a company. Rather, it is intended to convey a common data, process, and activity view across the organizational units sharing that view.
most sophisticated. Finally, a CSC Manage version of the Metabase was also used in the Workshop described in this Preface.

Additionally, all the software examples in this document were implemented through Clarion (www.SoftVelocity.com). Clarion was chosen because it, based on Whitemarsh’s experience, alone fulfills the minimum essential requirements for the high quality, cost effective business information system generator that is essential for prototyping and iterating business information systems requirements specifications. The metadata et al for the case study in this book is available through the Metabase’s demo database which can be obtained from the Whitemarsh website. The example data is from the Movies example Metabase database instance. The Movie Rental Corporation is a “nom de plume” for the largest movie rental business in the United States.

Clarion is also well suited for production class database applications on Microsoft operating system environments. All of Whitemarsh’s production class software products are implemented through Clarion. The underlying databases currently operate either through Clarion access methods or through ODBC to standard SQL server-based engines.

Recently, Whitemarsh had the opportunity to create a large scale membership management business information system for an international association. Upon completion, the database and business information system was sized to be 6600 function points. By industry standards, a function point costs $400. Thus, under traditional methods, the database and application should have cost $2.64 million and taken more than 12 staff years. But through the use of this book’s principles, Metabase, and Clarion, the business information system cost the Whitemarsh client only about $350 thousand, and took less than two staff years. That’s an 87% reduction in cost and more than six times improvement in staff productivity. The implemented application has been running now for about six years. No changes have been needed.

Notwithstanding this ringing endorsement of Clarion as a client-side development environment, Whitemarsh has engineered its software and the underlying databases such that they can be implemented through other client-side development environments. The key “take-away” here is not that Clarion should be purchased and employed (although that’s a highly recommended idea), it’s that the process of iterative design-prototype development is the right strategy to employ so as to:

- Avoid wasting the time and resources of information technology.
Accelerate the creation, evolution, and deployment of information technology solutions

Maximize the precious time of functional experts

If these are key goals in your organization, this book is for you and your organization. Act on these goals. Increasing production, lowering cost, increasing quality, and reducing risk will be your result.

This book is not however just about one-off business information systems development. It also addresses the need for business information systems planning, at a high level, across the enterprise. It does not serve the enterprise well if competing organizations implement conflicting solutions characterized by different definitions for the same data, different processes for the same functions, and redundant business information systems. Such redundant efforts are a profound waste of time and resources. Not only is the time to create the redundant and conflicting solution a waste, so also is the effort to intersect these ill-conceived solutions, to ultimately dismantle them, and to then replace them. Added to this waste is the opportunity lost to accomplish the “real” missions of the enterprise.

This book addresses the need for having business information system projects (regardless of sponsor or author) integrated within one project management environment so that maximum efficiency can be achieved.

There needs to be an integrated approach to data within the enterprise so that some organizations can use the data created by others. This is important. There is more than enough data within enterprises. What is scarce are integration, non-redundancy, and semantic harmonization.

A significant quantity of today’s key infrastructure data is already captured and managed by “ERP” (Enterprise Resource Package) systems. Consequently, most new business information systems are ancillary or supplementary to key functionality that is already automated.

Currently, most organizations have a mixed technology environment. That is, some legacy batch processing, some client-server, and other environments that are Internet based. The reason why this book and the approach illustrated herein is independent of implementation strategy is because this book is not about implementation. Rather, it is about the creation of an implementable set of business information system specifications that are inherently valid. Then comes implementation.
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This book has been years in the making because it has evolved through many cycles of actual use within projects starting back in the late 1970s. During this time, the Metabase has been implemented a number of times under a myriad of DBMSs for clients in many different industry and government sectors. This implementation of the Metabase is within Clarion (www.SoftVelocity.com), which is by far the most sophisticated business information system generator that exists today.

Along the way, there have been key contributors to this effort. Thanks therefore goes to Herman Koester of St. Louis who challenged me to put the entire approach into one of those infamous “12-step” plans. Sorry, there are only 9-steps. Thanks goes to Hank Lavender, who, for almost 10 years, has been a constant and relentless reviewer and inquisitor. Gratitude also goes to Bruce Haberkamp who read a mid 1990s manuscript of this book and encouraged me to incorporate its key points into the process that is now part of Army policies, AR 25-1 and the DA PAM 25-1-1. Thanks also goes to Peter Rush who, despite work, home, and personal pressures found the time to make very cogent and insightful comments. Finally, thanks goes to my wife Maxine and my son, Matt who listened attentively, and asked critical questions that sent me back into my rewrite cave.
1

The Problem

Many, if not most, information technology projects exhibit these characteristics: over budget, under specified, delivered late, and unable to meet organizational expectations. In one of the studies by The Standish Corporation, 31% of a class of client/server systems efforts failed outright; another 53% were challenged (late, greater than budgeted, and fewer features than promised), and only 16% were delivered on-time, within budget, and with features as promised.

In the Chaos study by Standish, the top three reasons uncovered for successful business information systems were:

- User involvement.
- Executive management support.
- Clear statement of requirements.

And, the three top reasons cited by executives for business information systems failures were:

- Incomplete requirements.
- Lack of user involvement.
- Lack of resources.

---


All the Standish studies have been updated almost every year. While there has been some improvement, there has not been a dramatic change. The failure or challenge percentages are relatively the same and the reasons for success and failure remain almost constant.

The United States Government’s General Accountability Office (GAO) has been studying information technology projects for a number of years. A review of United States General Accountability Office (www.gao.gov) studies of why business information systems fail shows that new requirements so commonly crop up during the business information systems development phase that this must be considered intrinsic to the software development life cycle as currently practiced. This phenomenon is the root cause of a preponderance of these GAO identified reasons for failure.

The new problems that arise when new requirements are uncovered during development fall into two categories: Database design changes and software changes.

Significant database design changes often result from an insufficiently data-driven methodology through which the database is initially designed. Experience has shown that very high quality database designs created through a data-driven methodology commonly return many times their design cost in reduced software development and evolution costs.

Software changes result from database design changes and also from process logic changes. Database design changes can be largely eliminated through the use of a quality database design methodology. The onerous effects of process logic changes, can be dramatically affected through the use of object-oriented analysis, design and programming techniques employed within the environment of business information system generators.

A key strategy to minimize the negative impact of software changes is “code-generation,” that is, through a business information system generator. It is a software system that takes in metadata specifications that have been created through the Metabase or other tools such as data modeling tools, and outputs the actual production-ready business information system. Business information system generators have evolved greatly in the last 20 years and should be used in almost all situations. Clarion is a business information system generator.

A review of eight GAO studies mentioned above clearly shows that the main reasons why business information systems fail has nothing to do
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with information technology. Rather, the failures reside outside the sphere of information technology control. Nevertheless, information technology must work with the enterprise in the creation of a knowledge worker environment that enables information technology to be successful. Such an environment would be Win-Win all the way around. In support of that goal, this book presents the following:

- A description of the essential prerequisites for information technology success.
- The nine-step approach to business information systems development.
- A strategy for developing, executing and maintaining enterprise-wide business information systems and to identify the right accomplishment sequence for these business information systems.
- An overview of enterprise-wide project management that enables the nine-step projects to be completed on-time, within budget, and delivering what is promised.

Before presenting this 9-step approach in any detail, a fundamental objection to this entire approach must be addressed. It has become painfully clear that some organizations try to avoid the problem of underdeveloped or immature requirements by buying COTS. COTS, that is Commercial Off the Shelf Software, if improperly procured, may exacerbate this problem, not solve it.

When COTS is purchased, what is actually being procured is software based on somebody else’s requirements analysis. Was that analysis sufficient? Was it comprehensive? Did it match the organization’s real needs? If any of the answers is no, then buying COTS could produce a bad result for four reasons.

---

8 Gorman, Michael M. Knowledge Worker Framework: 1999. Web: www.wiscorp.com

Any business information system built on top of inadequate requirements causes an unsuitable COTS system to be selected and installed. The software will have been purchased. Staff will have been trained. Hardware will have been procured. Data will have been converted. Only after production use has begun will it be known that it was the wrong solution. Fixing that problem requires either abandoning the purchase, training, hardware, and data conversion, and beginning the process all over again, or convincing the users that their real requirements, which are only starting to be discovered through system use, aren’t all that important or necessary. The first alternative is very expensive, and the second is quite unacceptable.

Changing COTS installed software ranges from difficult and expensive, to impossible. Once changed, some COTS becomes custom software, which subsequently, is both difficult and expensive to change to the next COTS version.

How would you know if the COTS system is based on inadequate requirements if a thorough requirements analysis hasn’t been performed? Without doing this book’s 9-step approach, the probability of having the right requirements will be very low. The risk will be very high.

Because the acquired software is COTS, the procuring organization now lacks both the capabilities and the tools to make its own software modifications. Rather, the organization’s mission is accomplishable only when and if some outside vendor changes the COTS system. If the initial requirements analysis either wasn’t done or was done in a cursory manner, the organization’s mission accomplishment may be fatally impacted.

If an organization wishes to purchase COTS, it is because of the four reasons cited above that the 9-step approach, albeit modified, is even more essential. During Step 8, instead of actually “building” the software, the organization takes the five critical elements that result from this approach, that is, Missions, Organizations, Functions, Database Design, and validated Prototype and wraps all five into a Request for Proposal and issues it to a potential set of vendors. What will be given to the potential vendors is a highly refined and
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validated set of requirements, and what will come back from the vendors will be a COTS proposal and software system that matches the “real” requirements.

1.1 Organizational Environment for the Nine Step Approach

This book presents a nine-step process that addresses many of the Standish and GAO information technology findings. The nine steps are:

- Develop missions.
- Design the database.
- Generate the prototype.
- Evolve the specification through prototyping.
- Create the request for proposal.
- Evaluate the vendor responses.
- Award the contract.
- Manage the contractor.
- Test conformance to prototype.

This book presumes that many requirements development organizations do not contain sophisticated information technology development organizations and have no interest in establishing them. Rather, this book presumes that requirements development organizations prefer to specify information technology needs through some sort of central design authority, and, through the business information systems development organizations, procure, install,

---

10 In the context of this paper, a requirements development organization is one that possesses significant functional knowledge of a business area that is to undergo automation or an automation upgrade. In contrast, an information systems development organization is one that possesses the skill necessary to transform a requirements document into a highly efficient computer system.

While the knowledge areas of these two groups may overlap, they are largely non-intersecting. Finally, both organizations may be in the same or different enterprises. They deal with each other through formal memorandums of understanding, or even legally binding contracts. In the former case, they would be two different agencies within some government organization, large industry, or university setting, and in the later case they would be separate corporate entities.
employ information technology solutions that are both functionally acceptable and conformance tested to ensure common functionality across requirements development organizations.\textsuperscript{11}

Whenever requirements development organizations take on full development including complete business information systems development, operation, evolution and maintenance, that is, all nine steps, they commonly fail to achieve optimum results. While there can be many reasons for this, the GAO studies show the most common to be:

- Failure to meet initial end-user expectations.
- Inability to continuously infuse advances in technology in the deployed information technology environments.
- Inability to break from the long-standing tradition of individual autonomy, that is, stove-pipe development.

This last reason, autonomy, prevents the effective deployment of business information systems based on a unified business information system’s design and implementation strategy across a group of requirements development organizations because:

- One size does not fit all.
- Requirements development organizations often require slightly different functionality one from the other.
- The cost of evolving business information systems through old technologies and approaches is neither cost effective nor viable.

A solution that does work is one that capitalizes on the strengths of both the requirements development organizations and business information systems development organizations, while avoiding their weaknesses. The proposed approach consists of a three-part paradigm:

\textsuperscript{11} Strassmann, Paul A. \textit{Outsourcing IT: Miracle cure or emetic}. 1998. Web: \url{www.strassmann.com/pubs/outsourcing.shtml}
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- A requirements development organization to define, validate through prototyping, and maintain functional requirements.

- A business information systems development organization that creates production class business information systems from the prototype.

- Conformance tests and testing by the requirements development organization that ensures that the developed business information system conforms to the essential functionality contained in the prototype and the Metabase.

Even though this nine-step approach is optimum for large, heterogenous hardware environments across multi-site requirements development organizations, this approach can be simplified to accommodate homogenous and/or single-site requirements development organization environments.

While all nine steps are the responsibility of requirements development organizations, the bulk of the actual work to actually implement the business information system, that is, Step 8 would be accomplished by a business information system organization, with oversight, of course, from the requirements development organization.

All of these “Whitemarsh” tool-based examples are fundamentally based on just good information technology common sense. Hence every tool-presented window should be able to be accomplished by any number of tool suites. The reason why the Whitemarsh tool suite was employed was to eliminate any objection to the use of the book’s strategies. That is, that the book is just a collection of theories. Clearly these are not just theories. Rather, this book represents the best practice of tens of thousands of users around the world.

1.2 Problem Summary

Inadequate responses to the problem addressed by this book, that is, how to successfully create “requirements” in advance of business information system development are endemic. Information technology’s traditional solution to this problem has however been quite unique. It has been to demand something that is not only impossible but is never done in almost any other discipline.
Information technology’s demand is that the requirements document be complete and comprehensive, unchanging, and near absolutely correct before any prototyping, coding, or other development activities are begun. If all the requirements are either not present or imperfect, there will be cost overruns, and excessive time spent correcting the “mistakes” of the functional users.

In virtually every other complex discipline, models and prototypes are developed and iterated a number of times so as to “tease out” the true nature, design, and desired behavior. Over the years, the need for prototypes has been trumpeted loud and clear. Everyone gets excited, but then nothing seems to happen. That’s because there’s been no information technology methodology specifically engineered to create the prototypes; no Metabase environment to capture, store, and iterate the prototypes; and no integrated code-generation environment that can quickly create the prototyped business information systems in a form that is sufficiently real to enable the real requirements to surface. Finally, no strategy exists to iterate a given requirement from initial inclusion within the Metabase through prototype environment and recycle.

This book presents a methodology for prototyping. Further, it points to the Metabase tool that can be downloaded and employed for a sufficient amount of time to fully demonstrate the prototyping solution. Finally, this book points to an integrated code-generation environment, Clarion, that fully supports prototyping.

1.3 Remainder of this Book

Chapter 2 of this book presents a description of the essential prerequisites for business information system development success, and states why having this environment returns many times its cost. It shows that the use of the tools described in this book can reduce business information systems development costs by about 66%. In this chapter, the discussion of the Knowledge Worker Framework identifies the different major classes of activities and products that have to be created in support of enterprise database, and business information systems development.

This chapter also shows the allocation of the U.S. General Accountability Office's “Reasons for failures” that occur when the activities and products identified in the Knowledge Worker Framework are not
accomplished. The most surprising part of the allocation of failure is that 95% of all business information systems fail for reasons outside the domain of information technology.

Addressed in this chapter are the steps of a methodology specially designed to advance the quality of the very requirements that must be present for successful databases and business information systems. The chapter identifies the characteristics of business information system generators that need to be present to accomplish prototyping, the key characteristics of the Metabase, and CASE tools.

This chapter addresses the need to reorient from a stove-pipe project-based mentality to a “release” mentality to enable capabilities across multiple business information systems to advance in a coordinated fashion.

Finally, the chapter identifies key metrics and work environment factors that dramatically affect both the quality and the timeliness of database and business information system accomplishment.

Chapter 3 presents the nine-step approach through screen-shots from the Metabase and the Clarion environment that illustrate how to accomplish each of the key steps. The key surprise of this 9-step approach is that the first seven steps require only business users and functional experts, and that only the last two steps require the involvement of an information technology organization. Step 8 is the step within which the business information systems development organization creates the business information system. Step 9 is the conformance testing step wherein the requirements development organization certifies that the created business information system meets the requirements.

The main objective of Steps 1-7 is to enable functional users to advance their awareness of their information technology requirement and to evolve this awareness through prototyping until it is then ready for information technology to implement: one time and correctly.

Chapter 4 presents an overview of the Whitemarsh Business Information Systems Plan process. It does no good to know how to implement business information systems well if you do not know which ones to implement and in which sequence.

Over the past 10 years, starting in the late 1990s, there has been a dramatic increase in the use of Enterprise Resource Packages (ERP). These are comprehensive database and business information system implementations across broad functional areas. Consequently, many of the newly created database and business information systems are derivative business
information systems, not one-off business information systems that start from blank slates. Because of this very significant change, enterprise-wide database and business information systems plans are more important than ever, and the very metadata created during the development of these plans needs to be stored in the Metabase so that impact analyses can be quickly developed and accomplished.

As a direct consequence of ERPs, there have been fewer large scale business information system implementations, and many more moderate to small business information system efforts. This increases the need for enterprise-wide information systems plans to integrate and interrelate the data from the more numerous decentralized and distributed database and business information system development. Many of these are building discordant stove-pipes of semantics, data models, process models, and the like. An enterprise-wide information systems plan can help identify and manage efforts to deconflict and eliminate redundant databases and business information systems.

Chapter 5, Whitemarsh Project Management presents an overview of the Whitemarsh approach to project management. This too is illustrated through screen-shots from the Whitemarsh project management system.

The Whitemarsh project management approach is different from traditional time-management approaches because it manages deliverables rather than expended time through work plans, and it enables enterprise-wide project management through the use of project, deliverable, and task templates coupled with person-based skill inventories and work environment factors. Thus, while every project is different, each is built from commonly found (define once, use many times) building blocks. The entire Whitemarsh environment meets one of the Software Engineering Institute’s critical success factors: Self-correction. The Whitemarsh approach to project management is especially important because it is set within the context of other enterprise metadata and all the projects that are identified, in development, in production, or in maintenance across the enterprise.

Chapter 6, Summary, brings forth the features, advantages, benefits, conclusions and future actions that flow from adopting this approach to database and business information systems development. There is no downside to adoption. The overall information technology organization, and the functional organizations that are supported by information technology, are more productive, less costly, of higher quality, and lower risk because more work is done in a non-redundant, integrated manner. More work
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products are able to be reused. Data semantics can be harmonized, which then eliminates whole classes of data transformation and reloading business information systems and logic. Again, there is no downside to doing more, faster at a lower cost and risk.

1.4 Questions and Exercises

1. Have you been involved in situations like the one in the Preface? What was the most common set of reactions? Was the root causes similar to those cited in the Preface? If yes, how did you resolve the situation. If no, what were the root causes and what did you do?

2. Have you used a CASE tool? What were its good and bad features? If it’s no longer used, why did it fail? Did it have an explicit ODBC accessible database? Was or would that have been good?

3. Have you used a data and/or process modeling tools? What were its good and bad features? If it’s no longer used, why did it fail? Did it have a explicit ODBC accessible database? Was or would that have been good? Were you able to integrate the data and process metadata? If not, what did you do? Was data a slave to process or vice versa? What’s good or bad about that? Did these tools have an explicit ODBC accessible database? Was or would that have been good?

4. Have you used a Metadata Repository such as Rochade? What were its good and bad features? If it’s no longer used, why did it fail? Did it have an explicit ODBC accessible database? Was or would that have been good?

5. Would a metadata management tool that combines, CASE, data and process engineering, and a metadata repository be of value? What should its features be? Should it have an open database schema architecture such that it could be accessed through ODBC via commercial report writers and 3GL programming languages?
6. Do you agree or disagree with the Standish reasons for business information system success or failure? Explain. What other reasons come to mind? Which ones are “app killers”?

7. Do you fundamentally agree or disagree with the 9-steps as a way to engineer and deploy business information system correctly and for the first time? Explain. What steps are missing and what’s the effect of their being missing?

8. Given that you have a practical way to do prototypes, how key are they in the overall business information system development success especially as a way to evolve and validate requirements?

9. Can you successfully avoid the “requirements problem” by just buying a commercial off the shelf (COTS) package?

10. How should the 9-step approach be modified to work with package purchasing? What steps are not really needed or should be modified?

11. If the 9-step approach is followed and a COTS procurement produces no-bidders, why might that be a good result? What’s been the cost? What’s possibly been saved? What then are your options?

12. What’s your definition of a stove-pipe? How can COTS be or not be a stove-pipe? How can stove-pipe development be avoided? How would a Metabase tool help avoid stove-pipes?

13. Are requirements changes a sign of failure or a sign of unfolding reality? Is it possible to discover all requirements up front? How will prototyping help discover new requirements?

14. How has Enterprise Resource Planning (ERP) packages affected the ability to have enterprise-wide data and process semantics and integration? Given that you have an ERP package, how do you integrate it with other database and business information systems and with other ERP packages?